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# REZUMAT

Lucrarea de față are ca scop utilizarea unui sistem alcătuit dintr-o placă dedicată proiectelor de tip IoT (Internet of Things), numită ESP-32 furnizată de către compania Espressif, folosind framework-ul Espressif IoT Development Framework (esp-idf). Aceasta are rolul de a fi un nod care se ocupă de preluarea datelor în timp real de la un autoturism, aflat în staționare sau în mers, prin intermediul unui convertor OBD (On board diagnostics) versiunea II, dar și de găzduirea unui server web, cu scopul de a afișa parametrii vehiculului în timp real. Placa ESP-32 este programată într-o manieră în care să poată trimite cereri de citire al parametrilor (turația motorului, viteza instantă, consum, temperatura uleiului, consumul instant de carburant, temperatura lichidului de răcire și presiunea din galeria de admisie) către un convertor conectat la portul OBD-II al vehiculului.

Convertorul, sau cititorul OBD-II, este furnizat de compania VGate, și este echipat cu un chip de tip ELM327, care permite transferul datelor primite de la ECU (Electronic Control Unit) al autoturismului prin portul OBD-II către ESP-32 prin Bluetooth. A fost ales acest dispozitiv datorită versatilității și compatibilității crescute cu alte dispozitive. Acest dispozitiv trimite cereri primite de la placa ESP-32 către ECU prin coduri standard numite PID (Parameter ID).

Un PID este un șir de bytes, unde fiecare byte are o însemnătate. De exemplu, pentru citirea vitezei actuale ale vehiculului vom trimite 010D. Citirea oricărui parametru se face prin byte-ul 01 (pe care îl vom folosi de acum încolo), urmat de parametrul dorit (în acest caz 0D). Pentru turația motorului avem PID-ul 0C, pentru consumul de combustibil avem 5E, pentru temperatura uleiului între 01 si 1F, depinzând de producătorul vehiculului, pentru temperatura lichidului de răcire avem 05 iar pentru presiunea galeriei de admisie se va referi prin valoarea 0B.

Mai departe, ECU va returna valoarea dorita către cititorul OBD-II (dotat cu ELM327), care la rândul lui va trimite valoarea către ESP-32. Acesta va afișa valoarea pe un server web, cu scopul de a afișa parametrii autoturismului într-o maniera user-friendly.

Placa ESP-32 este programată astfel încât să folosească funcții dintr-un API open-source, numit ELMduino, disponibil pe plăcile de tip ESP-32 Development board. Acest API are rolul de a forma și identifica PID-urile și de a le trimite prin Bluetooth către cititorul OBD-II. Pe de alta parte, este necesar ca placa sa fie conectată la o rețea pentru a putea găzdui cu succes serverul cu scopul afișării datelor. Această placă a fost aleasă datorită capabilităților WiFi si Bluetooth pe care le prezintă.
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